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Résumé
Les entrepôts de données sont actuellement reconnus comme étant un composant essentiel des systèmes d'aide à la décision dans la mesure où ils offrent la meilleure réponse aux problèmes de prise de décision des différents domaines fonctionnels des organisations. Cependant, la conception et la construction des entrepôts de données demeurent une tâche très complexe, difficile à accomplir. Cette complexité est essentiellement la conséquence de l'absence de techniques et de méthodes reconnues dans le domaine. Dans ce contexte, cet article identifie différentes règles pour la conception des entrepôts de données à partir de données relationnelles et introduit une nouvelle méthode pour l'automatisation de ce processus en se fondant sur les technologies MDA et XML.

Abstract
Nowadays, the data warehouse is recognized as the essential component of decision support systems since it ensures the best response to the decision problems of different functional areas of an organization. However, designing and building a data warehouse remain a very complex task, difficult to accomplish. This complexity is mainly due to the absence of technics and methods that are recognized in the field. Thus, the present paper identifies different rules for designing a data warehouse from relational data and introduces a new method that aims to automate this process using MDA techniques and XML.
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1. Introduction

The design of data warehouses is one of the most complicated issues in business intelligence. Its complexity is due to the proliferation of data types on the one hand, and on the other, to the abundance of information that gave rise to the new era of Big Data. Furthermore, the data warehouse design phase is the first and the most important step in the decision-making process, since all other steps of the process - data transformation, data analysis, information extraction, online analytical processing (OLAP), etc. - are largely dependent on the quality of the designed and adopted model. For all these reasons, this issue started quickly to arouse researchers’ interest since the 1990s when the first research work appeared, which focused on the structure of data warehouses.

Much effort has been devoted to data warehouse design, and several methods automating the data warehouse modeling were developed but none of them has become a consensus (Gosain and Singh, 2015). Despite the lack of a standard model, it is widely assumed that the data warehouse design must follow the multidimensional paradigm (Kumari and Yadav, 2015) and it must be derived from the data sources, since a data warehouse is the result of homogenizing and integrating relevant data of the organization in a single and detailed view (Tania and Chen, 2011). Other research considers that user requirement analysis is crucial in data warehouse design (Abai et al., 2013) and therefore some experts developed a new method that supports both approaches (Battaglia et al., 2011).

In this paper, we propose a new method that follows the data-driven paradigm to design a data warehouse from relational data sources. We opted for this approach because it permits significant time saving since the start of the data warehouse design project requires only the availability of the transactional data. The choice of relational data is explained by their widespread use in all types of organizations (Ghosh, 2010).

The rest of this paper is organized as follows: in the next section, we present a set of rules dedicated to perform the transformation from a relational data model to a data warehouse model. Section 3 describes the transformation method by applying the set of rules previously elaborated in the first part, before moving to describing the transformation engine. Section 4 comes as the conclusion part where we describe the perspectives of this work.

2. Related work

The design of data warehouses has been subject of several research projects. Generally, existing approaches can be categorized into three categories: Bottom-up, top-down and mixed approaches.

Bottom-up approaches start from a detailed analysis of data sources, but missed the decision-makers needs. The works of (Golfarelli and Rizzi, 1998), (Moody and Kortink, 2000), (Vrdoljak et al., 2003), (Varga, 2002) and (Sehgal and Ranga, 2016) present different approaches that allow to generate the data warehouse schema from Entity / Association diagrams of the data sources. The methods proposed by (Romero and Abelló, 2010) and (Jensen et al., 2004) exploit data mining techniques and ontologies to generate the multidimensional schema. There are even solutions suggested by big companies such as Oracle. They proposed a set of tools that allow the transformation of logical structure to relational structure and next transformation to Multidimensional Model of warehouse in star or snowflake schema (Drzymala et al., 2012).

Top-down approaches (Winter and Strauch, 2003), (Annoni et al., 2006) and (Jovanovic et al., 2014) allow building the data warehouse schema from a detailed analysis of the decision
makers needs. Verification of the correspondence between these needs and the data sources is done a posteriori.

Mixed approaches (Phipps and Davis, 2002), (Giorgini et al., 2005) and (Abdelhedi and Zurfluh, 2013) consider both the needs of decision makers and the source data. Therefore, they have the advantage of designing multidimensional schemas that respect the data source structure.

If we analyze these different methods, especially those following the data-driven approach (Bottom-up), we can see that they are all semi-automatic, and there are even some methods that just provide guidelines and recommendations to get suitable multidimensional schemas. In this context, our work consists of developing a new fully automatic method called X-ETL. This method will allow to transform a relational model into a multidimensional model without any human intervention.

3. Rules for data warehouse design from relational data

This section presents the set of rules that we have developed from previous work (Khouri et al., 2014) (Elmoukhi et al., 2015)(Khnaisser et al., 2015)(Santos et al., 2016) (Dahlan and Wibowo, 2016). These rules will form the foundation of our solution to standardize the data warehouses design.

3.1 Rules for Facts and Measures

- The fact tables are the concepts of main interest for the decision making process. They correspond to events that always occur in the organization or company (Chandwani and Uppal, 2015);
- The measures of the fact table should be numeric and additives (at worst semi-additives) (Akbar et al., 2013);
- The data of a fact table are fixed and cannot be changed (Bliujute et al., 1998);
- A fact table represents always a particular activity and should be interrogated from a particular context (one or a few dimensions);
- No line of the fact table can contain an empty value;
- A fact table contains only the foreign keys which represent the primary keys of the dimensions and these keys must be numeric, to ensure that the fact table is more efficient (Rudra and Nimmagadda, 2005);
- Each combination of dimension values defines an instance of the fact table, which is characterized by one and only one value for each measure.

Below are the mathematical representations of the rules for facts and measures:

Let $T_F$ be a fact table, $M_{TF}$ a fact table measures, $D_i$ a dimension of the fact table and $m$ an instance of $M_{TF}$.

- $T_F = P(E_v)$
  with:
  $P$ : Main interests
  $E_v$ : Company events
- Let $m_1$ and $m_2$ be two instances of $M_{TF}$. If $m_1$ and $m_2$ are additives:
∃ m_3 = m_1 + m_2
With m_3 an instance of the same measure M_{TF};

- Suppose that \( f \) is a change function on \( T_F \)
  \( \forall m \in M_{TF} \)
  \( f(m) = \alpha \)
  With \( \alpha \) a constant;

- Let \( F \) be the set of fact tables and \( A \) a particular activity of the organization
  For each \( T_F \in F \) we have:
  \( T_F = A \);

- \( \forall T_F \) there is at least one function \( f \) which applies at least one dimension \( D_i \)
on \( T_F \);

- Let \( L_{TF} \) be the set of rows of a fact table and \( l \) a row of \( L_{TF} \)
  \( \forall l \in L_{TF} \)
  \( l \neq \emptyset \);

- Let \( f \) be a foreign key and \( p \) a primary key
  we have:
  \( \{f_1, f_2, ..., f_n\} = \{p_1, p_2, ..., p_n\} \)
  \( \forall k \in \{1, 2, ..., n\} \)
  with \( f_k \in T_F \) and \( p_k \in D_i \); and \( f_k \) and \( p_k \) of type Integer;

- Let \( C \) be the set of combinations of dimension values, \( c \) a combination of \( C \)
  and \( f \) a function on \( M_{TF} \):
  - For each instance \( m \) of \( M_{TF} \), the combination \( f(m) \in C \).
  - For each combination \( c \) of \( C \), the equation \( f(m) = c \) admits a unique
    solution (any combination \( c \) of \( C \) admits a unique antecedent \( M_{TF} \) ) \( f(m) \)
is bijective.

### 3.2 Rules for Dimensions and Attributes

- The dimensions determine how fact instances can be aggregated significantly for decision making process;
- A fact table must always contain the time dimension;
- The dimensions should have numeric primary keys;
- The primary key of each dimension table should be unique (preferably auto-increment), and fields should have an atomic value (not compound);
- The dimension hierarchies should preferably have a simple form of 1-n type, and avoid relationships of n-n type;
- A non-dimensional attribute contains additional information on an attribute of the hierarchy, and is linked by to-one relationship (Golfarelli et al., 1998);
- The non-dimensional attributes cannot be used for aggregation (Golfarelli et al., 1998);
- The relationship between a fact table and a dimension is always many-to-one (Cavalheiro and Carreira, 2016).
Below are the mathematical representations of the rules for dimensions and attributes:

Let $T_F$ be a fact table and $D_i$ a dimension of the fact table.

- Let $f$ be an aggregation function on $T_F$
  $f$ is significant if and only if $f$ applies one or more dimensions on the instances of $T_F$;

- $\forall T_F \ (T_F \ni D_i)$ with $D_i$ a time dimension;

- Let $C_P$ be the set of primary keys of $D_i$
  $\forall D_i$
  $C_P \in \mathbb{N}$;

- Let $C_P$ be the set of primary keys of $D_i$ and $p_1$ and $p_2$ two instances of $C_P$
  $\forall p_1$ and $p_2$
  $p_1 \neq p_2$;

- Let $R$ be a relationship between two dimensions
  $\forall R$
  $R \neq (n,n)$;

- Let $f$ be an aggregation function, $A$ the set of its attributes, and $a_n$ a non dimensional attribute
  For any non-dimensional attribute $a_n$ we have:
  $a_n \notin A$;

- Let $R$ be a relationship between $T_F$ and $D_i$
  $T_F$ and $D_i$
  $R = (n,1)$.

### 3.3 Application of Rules

We take as an example the model below. It represents the sales activity of a set of products in a chain of stores located in several cities and countries. The model is composed of a purchase table related to three tables:

- The product table containing the reference, the description, the price and the type of the product sold. We assume that a purchase concerns one and only one product, but a product may concern several purchases;
- The customer table that contains the customers’ information;
- The city table where the store is located (a city can only contain a single store).

The city table is also related to the department table to which belongs a set of cities, then the department table to the region table and finally the region table to the country table.
Figure 1. Example of a sales transactional model

By following the rules presented in the previous sections, the fact table will be the Purchase table. It is the table that represents a particular activity of the company and the main interest for decision makers. It contains a numeric and additive field which can be considered as the main measure of the fact table. In addition, this table contains the highest number of many-to-one relationships (the highest number of foreign keys), which is the privileged type for relations between fact tables and dimension tables (the last rule in the section 3.2).

Concerning the dimension tables, they will be respectively the Product table, the Customer table, and the City table since they are related directly to the fact table by a one-to-many relationship. All these tables represent the analysis contexts of the fact table and determine how fact instances can be aggregated significantly for the decision-making process. The City table is related to a tree of tables representing the location, and therefore they can all be grouped together in a single table (Dim_Place). Finally, our example does not contain any time table, so it is necessary to add one that will represent the time dimension (rule 2 in section 3.2).

The multidimensional model below is the final result of this transformation:

![Multidimensional Model](image)

Figure 2. Sales transactional model example after rules application

Thus, we chose the Purchase table as fact table, as it represents a particular business activity and a main interest for the decision making process. This fact table contains a numeric and additive measure, and the foreign keys of the dimensions that are also numeric. We also added a dimension table that contains the different granularity of time, and we tried to choose the dimensions and attributes that will enable a significant aggregation of fact instances. In this sense, the attribute Description of the Product table was not retained as an attribute of the dimension since it contains only a description of the product and no data that can determine how instances of the fact table can be aggregated (cf. rule 1 for dimensions and attributes).

There is no doubt that these rules will facilitate the identification of facts, measures, dimensions and attributes from relational data. Therefore, we have the essential components for the construction of our own method while using the Model-driven Architecture (MDA) techniques. Once our method will be developed, we will apply it for building a data warehouse for the National Library of Morocco from their relational data.
4. A new method for transforming a relational model to multidimensional model

4.1 Model Driven Architecture

MDA (Model-Driven Architecture) is a standard of the OMG (OMG, 2001), which is based on the MDE (Model-driven engineering), providing a set of guidelines and an architecture for the design of software systems. The MDA approach provides the opportunity to understand complex systems and the real world through their abstraction. This abstract view of the system is elaborated in a conceptual framework as well as a number of standards provided by the OMG. These standards allow to define the models, their relations and their transformations (for example: UML - Unified Modeling Language, MOF and XMI - XML Metadata Interchange). In order to visually represent the MDA approach, the OMG has set up a framework, structured of several types of models. Figure 3 shows the development cycle in Y, which implements these models and their relationships:

Figure 3. The MDA process (OMG, 2001)

- CIM (Computation Independent Model): he CIM allows a vision of the system and its environment, while hiding the details of structure and implementation. Models of the CIM level help narrow the gap between domain experts and designers. As a result, a CIM model is sometimes called a domain model;
- PIM (Platform Independent Model): Models of the PIM level represent a vision of system analysis and design, independently of any technological details concerning the platform (operating system, programming language, hardware, network performance, etc.);
- PSM (Platform Specific Model): The PSM level presents a projection of PIM level models to a specific platform. These models combine PIM specifications with platform specific details;
- PDM (Platform Description Model): These models describe the platform on which the system will be executed, by providing a set of technical data regarding the functionality and use of the platform.

4.2 Models transformation

Model transformation in MDA context consists to transform the PIM models to PSM models. This process is performed by a transformation engine that applies a set of rules to PIM to generate the PSM.

The concept of meta-model is omnipresent in this case. Thus, each model (PIM or PSM) is based on a meta-model used to describe it. When both models use the same meta-model, it's about an "endogenous" transformation; we talk about "exogenous" transformation in the opposite case.

There are mainly two types of transformations:

- Transformations M2M (Model to Model): used to transform models to other models, these transformations concern all tasks to be executed in order to get a model respecting the technical specifications of the target environment. The standard which technically represents this type of transformation in the MDA approach is the MOF 2.0 QVT;

- Transformations M2T (Model to Text): used to generate code or documentation. M2T transformations constitute the MOFM2T project which is one of many parts of MDA project.

In our case, we are interested in M2M transformation since we aim to transform a relational model to a multidimensional model.

Basically, the main steps to complete the transformation are as follows:

1. *To specify the source meta-model*: first, we have to specify the source meta-model, in our case it is the meta-model of relational schema;

2. *To specify the target meta-model*: we must also specify the meta-model representing the decisional concept;

3. *To build the transformation engine*: this step will be based on the rules presented in section 3.

The figure below illustrates these different steps:
Figure 4. Transformation of a relational model into a multidimensional model (Blanc and Salvatori, 2005)

4.3 Eclipse Modeling Framework

EMF is a modeling and code generation platform that facilitates the construction of tools. It is about a set of development tools integrated into the Eclipse environment in the form of plugins among which we quote: the Ecore meta-model, the editor EMF.Edit, the generation model GenModel, etc. EMF was designed to open Eclipse to the model-driven development. It is an approach based on simplifying MOF. It allows to define meta-models then to derive an implementation in Java to build instance models (Budinsky et al., 2009).

Figure 5 shows the architecture of the EMF Framework. The main role of this structure is to accept models or files as input, and to generate code corresponding to tools (plug-in) manipulating the input data.

Figure 5. EMF Architecture (Budinsky et al., 2009)

4.4 Defining the source and target meta-models

We started by defining our two meta-models (source and target) by using Ecore which is considered as an EMF model (Eclipse Modeling Framework). In this regard, we note that all the meta-models presented in this section are our proposal: in the ISCRAM-med conference (El Moukhi et al., 2016), we have presented the relational metamodel and the multidimensional metamodel that covers all multidimensional models.

The relational meta-model consists of three essential elements: a database that contains tables which in turn contain columns. So we tried to resume these components in the figure below (El Moukhi et al., 2016):

---
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Concerning the multidimensional meta-model, it consists of a multidimensional schema that contains facts and dimensions. In order to perform a multidimensional analysis it is necessary to have at least two dimensions. Each fact contains measures and each dimension contains an hierarchy of attributes. The figure 7 below resumes these components and describes our multidimensional meta-model (target) (El Moukhi et al., 2016):

- The star schema which contains a single fact table directly linked to dimensions (see example of figure 2) and no dimension is related to another, that's why we removed the reflexive link on the dimension. Its meta-model is described below (figure 8):

![Diagram of the star schema meta-model](image-url)
Figure 8. The multidimensional meta-model for star schema

- The snowflake schema which contains a single fact table with dimensions which may be linked to other dimensions. The example below (figure 9) illustrates this type of model.

Figure 9. The snowflake schema for sales example

The meta-model corresponding to snowflake schema is shown in the figure 10:
Figure 10. The multidimensional meta-model for snowflake schema

- The constellation schema which is the most complex. It may contain two or many fact tables with shared dimensions, as shown in the example below (Figure 11).

![Multidimensional meta-model for snowflake schema](image1)

Figure 11. The constellation schema for sales example

![Constellation schema](image2)
In order to verify the conformity of our models to these meta-models, we created two other files with xsd language in which we described how the model structure should be to comply with its meta-model. Thus, we got an xsd file to validate the relational model and another one to validate the multidimensional model. The codes fragments below correspond to these two files.

The XML Schema Definition for relational models:

```xml
<?xml version="1.0"?>
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" attributeFormDefault="unqualified" elementFormDefault="qualified">
  <xs:element name="relationalSchema" type="relationalSchemaType"/>
  <xs:complexType name="columnType">
    <xs:simpleContent>
      <xs:extension base="xs:string">
        <xs:attribute type="xs:string" name="name" use="optional"/>
        <xs:attribute type="xs:string" name="isPk" use="optional"/>
        <xs:attribute type="xs:string" name="type" use="optional"/>
        <xs:attribute type="xs:string" name="isFk" use="optional"/>
      </xs:extension>
    </xs:simpleContent>
    <xs:complexType>
      <xs:sequence>
        <xs:element type="columnType" name="column" maxOccurs="unbounded" minOccurs="0"/>
      </xs:sequence>
    </xs:complexType>
  </xs:complexType>
  <xs:complexType name="associationType">
    <xs:simpleContent>
      <xs:extension base="xs:string">
        <xs:attribute type="xs:string" name="multiplicity" use="optional"/>
        <xs:attribute type="xs:string" name="target" use="optional"/>
      </xs:extension>
    </xs:simpleContent>
  </xs:complexType>
  <xs:complexType name="associationsType">
    <xs:sequence>
      <xs:element type="associationType" name="association" maxOccurs="unbounded" minOccurs="0"/>
    </xs:sequence>
  </xs:complexType>
  <xs:complexType name="tableType">
    <xs:sequence>
    </xs:sequence>
  </xs:complexType>
</xs:schema>
```
The XML Schema Definition for multidimensional models

```xml
<?xml version="1.0"?>
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"
attributeFormDefault="unqualified"elementFormDefault="qualified">
  <xs:element name="multidimensionalSchema" type="multidimensionalSchemaType"/>
  <xs:complexType name="measureType">
    <xs:simpleContent>
      <xs:extension base="xs:string">
        <xs:attribute type="xs:string" name="name"/>
      </xs:extension>
    </xs:simpleContent>
  </xs:complexType>
  <xs:complexType name="foreignkeyType">
    <xs:simpleContent>
      <xs:extension base="xs:string">
        <xs:attribute type="xs:string" name="name" use="optional"/>
      </xs:extension>
    </xs:simpleContent>
  </xs:complexType>
  <xs:complexType name="fieldsType">
    <xs:sequence>
      <xs:element type="measureType" name="measure"/>
      <xs:element type="foreignkeyType" name="foreignkey" maxOccurs="unbounded" minOccurs="0"/>
    </xs:sequence>
  </xs:complexType>
  <xs:complexType name="associationType">
    <xs:simpleContent>
      <xs:extension base="xs:string">
        <xs:attribute type="xs:string" name="multiplicity" use="optional"/>
        <xs:attribute type="xs:string" name="target" use="optional"/>
      </xs:extension>
    </xs:simpleContent>
  </xs:complexType>
  <xs:complexType name="associationsType">
    <xs:sequence>
      <xs:element type="associationType" name="association" maxOccurs="unbounded" minOccurs="0"/>
    </xs:sequence>
  </xs:complexType>
  <xs:complexType name="factType">
    <xs:sequence>
      <xs:element type="fieldsType" name="fields"/>
      <xs:element type="associationsType" name="associations"/>
    </xs:sequence>
  </xs:complexType>
  <xs:attribute type="xs:string" name="name"/>
  <xs:complexType name="attributeType">
    <xs:simpleContent>
      <xs:extension base="xs:string">
        <xs:attribute type="xs:string" name="name" use="optional"/>
        <xs:attribute type="xs:string" name="isPk" use="optional"/>
        <xs:attribute type="xs:string" name="type" use="optional"/>
        <xs:attribute type="xs:string" name="isFk" use="optional"/>
      </xs:extension>
    </xs:simpleContent>
  </xs:complexType>
</xs:schema>
```

Many other meta-models have been proposed in the literature. We quote as examples (Hachaichi and Feki, 2013) (Srai et al., 2017) (Sapia et al., 1999) (Choura and Feki, 2011). Concerning the relational meta-model, it is a well-known standard that is repeated in almost
all research with some slight differences (Lämmel, 2005) (Chang et al., 2003) (Inria, 2005). As for the multidimensional meta-model, we find that each existing research work presents a new schema but the common point between all these works is that these meta-models remain too general and do not treat each type of multidimensional model separately. We take as an example the CWM schema (Figure 13) which represents the most known and the most used multidimensional meta-model in the field.

As we can see, it is a meta-model that covers all types of multidimensional models and therefore there will be fewer restrictions when we choose to work with a specific type. In this context, our work comes to complete these research works by treating each type of multidimensional model (star-flocon-constellation) separately and presenting its meta-model. Thus, we obtained for the snowflake schema (figure 10) a cardinality of three for the dimension table, since we must have at least one more dimension related to another. For the constellation schema (figure 12), we must have at least two fact tables related by dimensions, which explains the cardinality of two for the fact table.

4.5 The transformation engine

After defining our meta-models, we built the transformation engine based on the rules presented in section 2 and principles of the MDA. Firstly, we developed a Java program that calculates the number of foreign keys in each table of the relational model, which allowed us to detect the (potential) fact tables.

Once the fact tables are identified, we generate a multidimensional model that contains only the fact table with the dimension tables that are directly related to it in the relational model. After that, we will also include the indirectly related dimensions in a future work.
The figure 14 shows the architecture of the X-ETL project.

![Figure 14. X-ETL project architecture](image)

The most important part of the project is the file that allows parsing tables in order to calculate the number of foreign keys and then identify potential fact tables. The figure 15 shows the edit window for this file.
Once the fact tables are detected, the second step consists of detecting the dimensions by parsing associations of the relational model to identify many-to-one relationships. The figure 16 represents the DOM parsing of association element.

The complex calculations that are made on the cardinalities to detect the dimensions justify the choice of the JAVA language, since the other transformation languages such as ATL (Atlas Transformation Language) or QVT (Query/View/Transformation) do not allow to make this kind of complicated calculation.

After detecting the dimension tables, the file described in Figure 17 allows to create them in the target multidimensional model.
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Figure 17. Creating a new dimension

The diagram below illustrates all the steps of the X-ETL transformation.

Figure 18. The steps of the X-ETL transformation

Below is a screenshot of the X-ETL application.
5. Conclusion

In this paper, we presented a new data-driven method for designing a multidimensional model from a relational model. This method is mainly based on a list of rules to identify the different elements of the multidimensional schema and consists of two steps. The first one aims to identify fact tables by calculating the number of foreign keys in each table of the relational model, and the second one allows identifying dimensions that are directly related to the fact table, by analyzing the cardinalities of relations. At the end, several multidimensional models are generated in an automatic way. At this stage, it should be noted that the quality of these generated models depends greatly on the quality of the source model, and therefore it is very important to verify the relational source model before using the X-ETL engine. Our future work will consist of finding a method to select dimensions from tables that are indirectly related to the fact table in order to generate a complete multidimensional model.
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